1. **Write programs to explain at least 2 types of nested and inner classes.**

class CPU {

double price;

// nested class

class Processor{

// members of nested class

double cores;

String manufacturer;

double getCache(){

return 4.3;

}

}

// nested protected class

protected class RAM{

// members of protected nested class

double memory;

String manufacturer;

double getClockSpeed(){

return 5.5;

}

}

}

public class Main {

public static void main(String[] args) {

// create object of Outer class CPU

CPU cpu = new CPU();

// create an object of inner class Processor using outer class

CPU.Processor processor = cpu.new Processor();

// create an object of inner class RAM using outer class CPU

CPU.RAM ram = cpu.new RAM();

System.out.println("Processor Cache = " + processor.getCache());

System.out.println("Ram Clock speed = " + ram.getClockSpeed());

}

}

**![](data:image/png;base64,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)**

**2) Define a class Student (name, roll\_no, class and marks of 6 subjects). Create an array of 5 Student objects. Calculate the percentage of each student using a method per().**

class Student {

String name;

int roll\_no;

String class\_name;

int[] marks;

Student(String name, int roll\_no, String class\_name, int[] marks) {

this.name = name;

this.roll\_no = roll\_no;

this.class\_name = class\_name;

this.marks = marks;

}

float per() {

int total\_marks = 0;

for (int i = 0; i < marks.length; i++) {

total\_marks += marks[i];

}

return (float) total\_marks / (float) marks.length;

}

}

public class Main {

public static void main(String[] args) {

Student[] students = new Student[5];

students[0] = new Student("Alice", 1, "X", new int[]{80, 70, 90, 85, 75, 95});

students[1] = new Student("Bob", 2, "X", new int[]{70, 65, 75, 80, 90, 85});

students[2] = new Student("Charlie", 3, "X", new int[]{90, 80, 85, 95, 70, 75});

students[3] = new Student("David", 4, "X", new int[]{75, 80, 70, 85, 90, 80});

students[4] = new Student("Eve", 5, "X", new int[]{85, 90, 80, 70, 75, 95});

for (int i = 0; i < students.length; i++) {

System.out.println(students[i].name + "'s percentage is " + students[i].per());

}

}

}

**3). Define a class Staff with members’ id, name, DOB, joining\_date and salary. . Define class TeachingStaff with subjects[], experience and extends Staff. Using array of objects store details of teaching staff. Find senior staff member from the teaching staff (hint.Use joining date)**

import java.time.LocalDate;

import java.util.Arrays;

class Staff {

int id;

String name;

LocalDate dob;

LocalDate joiningDate;

double salary;

Staff(int id, String name, LocalDate dob, LocalDate joiningDate, double salary) {

this.id = id;

this.name = name;

this.dob = dob;

this.joiningDate = joiningDate;

this.salary = salary;

}

public LocalDate getJoiningDate() {

return joiningDate;

}

}

class TeachingStaff extends Staff {

String[] subjects;

int experience;

TeachingStaff(int id, String name, LocalDate dob, LocalDate joiningDate, double salary, String[] subjects, int experience) {

super(id, name, dob, joiningDate, salary);

this.subjects = subjects;

this.experience = experience;

}

}

public class Main {

public static void main(String[] args) {

// create an array of teaching staff

TeachingStaff[] teachingStaff = {

new TeachingStaff(1, "John", LocalDate.of(1980, 1, 1), LocalDate.of(2010, 1, 1), 50000, new String[]{"Math", "Science"}, 10),

new TeachingStaff(2, "Mary", LocalDate.of(1975, 3, 15), LocalDate.of(2015, 3, 15), 60000, new String[]{"English", "Social Studies"}, 8),

new TeachingStaff(3, "Bob", LocalDate.of(1985, 6, 30), LocalDate.of(2005, 6, 30), 45000, new String[]{"Art", "Music"}, 12)

};

// find the senior staff member by comparing joining dates

TeachingStaff seniorStaff = teachingStaff[0];

for (int i = 1; i < teachingStaff.length; i++) {

if (teachingStaff[i].getJoiningDate().isBefore(seniorStaff.getJoiningDate())) {

seniorStaff = teachingStaff[i];

}

}

// print details of senior staff member

System.out.println("Senior staff member:");

System.out.println("ID: " + seniorStaff.id);

System.out.println("Name: " + seniorStaff.name);

System.out.println("DOB: " + seniorStaff.dob);

System.out.println("Joining date: " + seniorStaff.joiningDate);

System.out.println("Salary: " + seniorStaff.salary);

System.out.println("Subjects: " + Arrays.toString(seniorStaff.subjects));

System.out.println("Experience: " + seniorStaff.experience);

}

}

**4.) Write a thread program to display Perfect numbers between one to 1000 after every 5 seconds. Eg 6=3+2+1 or 28= 14+7+4+2+1**

import java.util.ArrayList;

public class PerfectNumberThread implements Runnable {

public static void main(String[] args) {

// Start the thread

Thread t = new Thread(new PerfectNumberThread());

t.start();

}

@Override

public void run() {

ArrayList<Integer> perfectNumbers = new ArrayList<>();

for (int i = 1; i <= 1000; i++) {

if (isPerfect(i)) {

perfectNumbers.add(i);

}

}

// Display perfect numbers every 5 seconds

while (true) {

System.out.println("Perfect Numbers: " + perfectNumbers);

try {

Thread.sleep(5000);

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

private boolean isPerfect(int num) {

ArrayList<Integer> divisors = new ArrayList<>();

for (int i = 1; i < num; i++) {

if (num % i == 0) {

divisors.add(i);

}

}

int sum = 0;

for (int divisor : divisors) {

sum += divisor;

}

return sum == num;

}

}

5).Write a program to accept senior citizens name and age from command prompt. If age is below 60, throw “InvalidAgeException” exception

import java.util.Scanner;

class InvalidAgeException extends Exception {

InvalidAgeException(String s) {

super(s);

}

}

public class SeniorCitizen {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter name: ");

String name = scanner.nextLine();

System.out.print("Enter age: ");

int age = scanner.nextInt();

try {

if (age < 60) {

throw new InvalidAgeException("Invalid Age: Age must be 60 or above.");

}

System.out.println("Name: " + name);

System.out.println("Age: " + age);

} catch (InvalidAgeException e) {

System.out.println(e.getMessage());

}

}

}

**6).Create a package named com Define subpackages; a.transact: with class Transaction with static methods credit() and debit() b.loan: with class LoanAccount with method doTransaction() which calls Transaction c.class mehods. Create one LoanAccount object in main to perform operations on it.**

* **Step 1:**

**package com;**

**public class Main {**

**public static void main(String[] args) {**

**LoanAccount account = new LoanAccount();**

**if (args.length > 0) {**

**String operation = args[0];**

**double amount = Double.parseDouble(args[1]);**

**if (operation.equals("credit")) {**

**account.doTransaction(Transaction.credit(amount));**

**} else if (operation.equals("debit")) {**

**account.doTransaction(Transaction.debit(amount));**

**} else {**

**System.out.println("Invalid operation: " + operation);**

**}**

**} else {**

**System.out.println("Usage: java com.Main <operation> <amount>");**

**}**

**}**

**}**

Note that in order for Q.6 program to work, you'll need to create two separate files named "Transaction.java" and "LoanAccount.java" in their respective sub-packages with the appropriate code for each class. For example, the "Transaction" class could be defined as follows:

* **Step2:**

**package com.transact;**

**public class Transaction {**

**public static double credit(double amount) {**

**// perform credit transaction and return new balance**

**return 0;**

**}**

**public static double debit(double amount) {**

**// perform debit transaction and return new balance**

**return 0;**

**}**

**}**

* **Step3:**

**package com.loan;**

**import com.transact.Transaction;**

**public class LoanAccount {**

**private double balance;**

**public void doTransaction(double newBalance) {**

**// update balance and perform any other necessary actions**

**this.balance = newBalance;**

**}**

**}**

**7). Write a java Program using Regular Expression to check password which should have at least one Capital letter, 1 digit, 1 special character and length should be more than 6 and less than or equal to 8**

import java.util.regex.Matcher;

import java.util.regex.Pattern;

public class PasswordValidator {

public static void main(String[] args) {

String password = "MyPa55#d";

boolean isValid = validatePassword(password);

System.out.println("Password is valid: " + isValid);

}

public static boolean validatePassword(String password) {

// Regular expression to check password

String regex = "^(?=.\*[A-Z])(?=.\*\\d)(?=.\*[@#$%^&+=])(?=\\S+$).{7,8}$";

// Compile the pattern

Pattern pattern = Pattern.compile(regex);

// Match the password against the pattern

Matcher matcher = pattern.matcher(password);

// Return true if the password matches the pattern, else false

return matcher.matches();

}

}

Explanation of the regular expression:

* ^ - Beginning of string
* (?=.\*[A-Z]) - Positive lookahead to check for at least one uppercase letter
* (?=.\*\d) - Positive lookahead to check for at least one digit
* (?=.\*[@#$%^&+=]) - Positive lookahead to check for at least one special character
* (?=\S+$) - Positive lookahead to check that there are no whitespace characters in the string
* .{7,8} - Match any character between 7 and 8 times
* $ - End of string

The regular expression checks for at least one uppercase letter, one digit, one special character, and a length between 7 and 8 characters. The \\d is used to escape the backslash, since it has a special meaning in regular expressions.

8) write JDBC application to register students for convocation in MCA (Use PreparedStatement, assume suitable table structure).

* SQL file for this program:-

CREATE TABLE Students (

id INT PRIMARY KEY AUTO\_INCREMENT,

name VARCHAR(255),

email VARCHAR(255),

phone VARCHAR(255),

year\_of\_passing INT,

convocation\_attending BOOLEAN

);

* Java code for same program:--

import java.sql.\*;

public class ConvocationRegistration {

private static final String DB\_URL = "jdbc:mysql://localhost:3306/your\_database\_name\_here";

private static final String DB\_USERNAME = "your\_database\_username\_here";

private static final String DB\_PASSWORD = "your\_database\_password\_here";

public static void main(String[] args) {

Connection connection = null;

PreparedStatement preparedStatement = null;

try {

// Establish connection to the database

connection = DriverManager.getConnection(DB\_URL, DB\_USERNAME, DB\_PASSWORD);

// Prepare the SQL statement

String sql = "INSERT INTO Students (name, email, phone, year\_of\_passing, convocation\_attending) " +

"VALUES (?, ?, ?, ?, ?)";

preparedStatement = connection.prepareStatement(sql);

// Get student details from user input

String name = "John Doe";

String email = "johndoe@example.com";

String phone = "1234567890";

int yearOfPassing = 2022;

boolean convocationAttending = true;

// Set values for the PreparedStatement

preparedStatement.setString(1, name);

preparedStatement.setString(2, email);

preparedStatement.setString(3, phone);

preparedStatement.setInt(4, yearOfPassing);

preparedStatement.setBoolean(5, convocationAttending);

// Execute the SQL statement

int rowsAffected = preparedStatement.executeUpdate();

if (rowsAffected > 0) {

System.out.println("Student registered successfully!");

} else {

System.out.println("Failed to register student.");

}

} catch (SQLException e) {

e.printStackTrace();

} finally {

// Close the connection and statement resources

try {

if (preparedStatement != null) {

preparedStatement.close();

}

if (connection != null) {

connection.close();

}

} catch (SQLException e) {

e.printStackTrace();

}

}

}

}

**9) Define Employee class (name, designation, salary). Define a default and parameterized constructor. Override the toString method. Keep a count of objects created. Create objects using parameterized constructor and display the object count after each object is created. (Use static member and method). Also display the contents of each object.**

public class Employee {

private String name;

private String designation;

private double salary;

private static int count = 0;

public Employee() {

this.name = "";

this.designation = "";

this.salary = 0.0;

count++;

}

public Employee(String name, String designation, double salary) {

this.name = name;

this.designation = designation;

this.salary = salary;

count++;

System.out.println("Object created. Object count = " + count);

System.out.println(toString());

}

public static int getCount() {

return count;

}

@Override

public String toString() {

return "Employee{name='" + name + "', designation='" + designation + "', salary=" + salary + "}";

}

public static void main(String[] args) {

Employee e1 = new Employee();

Employee e2 = new Employee("John Doe", "Manager", 5000.0);

Employee e3 = new Employee("Jane Smith", "Developer", 3000.0);

System.out.println("Total objects created = " + Employee.getCount());

}

}

**10) Write servlet program to accept student details to store in database and display in tabular format. Assume suitable table structure (Write HTML interface, web.xml & servlet class)**

1. Create a suitable table structure in the database to store student details.
2. Create an HTML interface to accept student details.
3. Create a web.xml file to map the servlet class to a URL.
4. Create a servlet class to handle the request and response.
5. Creating a table structure in the database:

Step 1:

CREATE TABLE student (

id INT NOT NULL AUTO\_INCREMENT,

name VARCHAR(50) NOT NULL,

email VARCHAR(50) NOT NULL,

phone VARCHAR(15) NOT NULL,

PRIMARY KEY (id)

);

Step 2:

<!DOCTYPE html>

<html>

<head>

<title>Add Student</title>

</head>

<body>

<h1>Add Student</h1>

<form action="addStudent" method="post">

<label>Name:</label>

<input type="text" name="name" required><br><br>

<label>Email:</label>

<input type="email" name="email" required><br><br>

<label>Phone:</label>

<input type="text" name="phone" required><br><br>

<input type="submit" value="Add">

</form>

</body>

</html>

Step 3:

<?xml version="1.0" encoding="UTF-8"?>

<web-app version="3.1" xmlns="http://xmlns.jcp.org/xml/ns/javaee"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://xmlns.jcp.org/xml/ns/javaee

http://xmlns.jcp.org/xml/ns/javaee/web-app\_3\_1.xsd">

<servlet>

<servlet-name>AddStudentServlet</servlet-name>

<servlet-class>com.example.AddStudentServlet</servlet-class>

</servlet>

<servlet-mapping>

<servlet-name>AddStudentServlet</servlet-name>

<url-pattern>/addStudent</url-pattern>

</servlet-mapping>

</web-app>

Step 4:

import java.io.IOException;

import java.io.PrintWriter;

import java.sql.Connection;

import java.sql.DriverManager;

import java.sql.PreparedStatement;

import java.sql.ResultSet;

import java.sql.SQLException;

import javax.servlet.ServletException;

import javax.servlet.http.HttpServlet;

import javax.servlet.http.HttpServletRequest;

import javax.servlet.http.HttpServletResponse;

public class StudentServlet extends HttpServlet {

private static final long serialVersionUID = 1L;

protected void doPost(HttpServletRequest request, HttpServletResponse response)

throws ServletException, IOException {

String name = request.getParameter("name");

String age = request.getParameter("age");

String grade = request.getParameter("grade");

Connection conn = null;

PreparedStatement stmt = null;

ResultSet rs = null;

PrintWriter out = response.getWriter();

try {

Class.forName("com.mysql.jdbc.Driver");

conn = DriverManager.getConnection("jdbc:mysql://localhost:3306/yourDatabaseName", "username", "password");

String query = "INSERT INTO students (name, age, grade) VALUES (?, ?, ?)";

stmt = conn.prepareStatement(query);

stmt.setString(1, name);

stmt.setString(2, age);

stmt.setString(3, grade);

stmt.executeUpdate();

out.println("<html><body><h2>Student details added successfully!</h2></body></html>");

} catch (ClassNotFoundException | SQLException e) {

e.printStackTrace();

} finally {

try {

if (rs != null)

rs.close();

if (stmt != null)

stmt.close();

if (conn != null)

conn.close();

} catch (SQLException e) {

e.printStackTrace();

}

}

}

}

Step 5:

import java.io.IOException;

import java.io.PrintWriter;

import java.sql.Connection;

import java.sql.DriverManager;

import java.sql.PreparedStatement;

import java.sql.ResultSet;

import java.sql.SQLException;

import javax.servlet.ServletException;

import javax.servlet.http.HttpServlet;

import javax.servlet.http.HttpServletRequest;

import javax.servlet.http.HttpServletResponse;

public class DisplayStudentsServlet extends HttpServlet {

private static final long serialVersionUID = 1L;

protected void doGet(HttpServletRequest request, HttpServletResponse response)

throws ServletException, IOException {

Connection conn = null;

PreparedStatement stmt = null;

ResultSet rs = null;

PrintWriter out = response.getWriter();

try {

Class.forName("com.mysql.jdbc.Driver");

conn = DriverManager.getConnection("jdbc:mysql://localhost:3306/yourDatabaseName", "username", "password");

String query = "SELECT \* FROM students";

stmt = conn.prepareStatement(query);

rs = stmt.executeQuery();

out.println("<html><body><table>");

out.println("<tr><th>ID</th><th>Name</th><th>Age</th><th>Grade</th></tr>");

while (rs.next()) {

int id = rs.getInt("id");

String name = rs.getString("name");

String age = rs.getString("age");

String grade = rs.getString("grade");

out.println("<tr><td>" + id + "</td><td>" + name + "</td><td>" + age + "</td><td>" + grade + "</td></tr>");

}

out.println("</table></body></html>");

} catch (ClassNotFoundException | SQLException e) {

e.printStackTrace();

} finally {

try {

if (rs != null)

rs.close();

if (stmt != null)

stmt.close();

if (conn != null)

conn.close();

} catch (SQLException e) {

e.printStackTrace();

}

}

}

}

**11) Create thread to display prime numbers between 1 to 500 after every 3 second.**

**import java.util.ArrayList;**

**public class PrimeNumberThread extends Thread {**

**@Override**

**public void run() {**

**ArrayList<Integer> primes = new ArrayList<Integer>();**

**for (int i = 1; i <= 500; i++) {**

**if (isPrime(i)) {**

**primes.add(i);**

**}**

**try {**

**Thread.sleep(3000);**

**} catch (InterruptedException e) {**

**e.printStackTrace();**

**}**

**}**

**System.out.println(primes);**

**}**

**private boolean isPrime(int num) {**

**if (num <= 1) {**

**return false;**

**}**

**for (int i = 2; i <= Math.sqrt(num); i++) {**

**if (num % i == 0) {**

**return false;**

**}**

**}**

**return true;**

**}**

**public static void main(String[] args) {**

**PrimeNumberThread thread = new PrimeNumberThread();**

**thread.start();**

**}**

**}**

**12) Create class called sports\_accessories with attributes Accessory\_id, description, quantity, rate, used\_in\_game. Accept details of 10 accessories from user (5 records), store it in array of objects. Display details of all accessories used in game cricket.**

**import java.util.Scanner;**

**public class SportsAccessories {**

**private int accessory\_id;**

**private String description;**

**private int quantity;**

**private double rate;**

**private String used\_in\_game;**

**public SportsAccessories(int accessory\_id, String description, int quantity, double rate, String used\_in\_game) {**

**this.accessory\_id = accessory\_id;**

**this.description = description;**

**this.quantity = quantity;**

**this.rate = rate;**

**this.used\_in\_game = used\_in\_game;**

**}**

**public int getAccessoryId() {**

**return accessory\_id;**

**}**

**public String getDescription() {**

**return description;**

**}**

**public int getQuantity() {**

**return quantity;**

**}**

**public double getRate() {**

**return rate;**

**}**

**public String getUsedInGame() {**

**return used\_in\_game;**

**}**

**public static void main(String[] args) {**

**SportsAccessories[] accessories = new SportsAccessories[10];**

**Scanner scanner = new Scanner(System.in);**

**// Accepting details of 10 accessories from user (5 records)**

**for (int i = 0; i < 5; i++) {**

**System.out.println("Enter details of accessory " + (i + 1) + ":");**

**System.out.print("Accessory ID: ");**

**int accessory\_id = scanner.nextInt();**

**scanner.nextLine();**

**System.out.print("Description: ");**

**String description = scanner.nextLine();**

**System.out.print("Quantity: ");**

**int quantity = scanner.nextInt();**

**System.out.print("Rate: ");**

**double rate = scanner.nextDouble();**

**scanner.nextLine();**

**System.out.print("Used in game: ");**

**String used\_in\_game = scanner.nextLine();**

**accessories[i] = new SportsAccessories(accessory\_id, description, quantity, rate, used\_in\_game);**

**}**

**// Display details of all accessories used in game cricket**

**System.out.println("\nDetails of accessories used in game cricket:");**

**for (int i = 0; i < 5; i++) {**

**if (accessories[i].getUsedInGame().equalsIgnoreCase("cricket")) {**

**System.out.println("Accessory " + (i + 1) + ":");**

**System.out.println("Accessory ID: " + accessories[i].getAccessoryId());**

**System.out.println("Description: " + accessories[i].getDescription());**

**System.out.println("Quantity: " + accessories[i].getQuantity());**

**System.out.println("Rate: " + accessories[i].getRate());**

**System.out.println("Used in game: " + accessories[i].getUsedInGame() + "\n");**

**}**

**}**

**}**

**}**

Explanation:

1. We define a class called SportsAccessories with the attributes Accessory\_id, description, quantity, rate, used\_in\_game.
2. We define a constructor that initializes the attributes of the SportsAccessories object.
3. We define getter methods for each of the attributes to access them from outside the class.
4. In the main method, we create an array of SportsAccessories objects to store the details of 10 accessories.
5. We use a Scanner object to accept the details of each accessory from the user and store it in the array.
6. We then iterate through the array and display the details of all accessories used in the game of cricket by checking the value of the used\_in\_game attribute using the getUsedInGame() method.

**13) Write a thread program to display Perfect numbers between one to 1000 after every 5 seconds.**

**public class PerfectNumberThread extends Thread {**

**public void run() {**

**for (int i = 1; i <= 1000; i++) {**

**if (isPerfectNumber(i)) {**

**System.out.print(i + " ");**

**}**

**if (i % 50 == 0) { // display every 50th number**

**System.out.println();**

**}**

**try {**

**Thread.sleep(5000); // wait for 5 seconds**

**} catch (InterruptedException e) {**

**e.printStackTrace();**

**}**

**}**

**}**

**private boolean isPerfectNumber(int n) {**

**int sum = 0;**

**for (int i = 1; i < n; i++) {**

**if (n % i == 0) {**

**sum += i;**

**}**

**}**

**return sum == n;**

**}**

**public static void main(String[] args) {**

**PerfectNumberThread thread = new PerfectNumberThread();**

**thread.start();**

**}**

**}**

**14) Write a program to demonstrate Arrays class any 10 methods with examples (hint: Java.util.Arrays).**

import java.util.Arrays;

public class ArraysDemo {

public static void main(String[] args) {

// Example 1: Sorting an array

int[] arr1 = {3, 2, 1, 5, 4};

Arrays.sort(arr1);

System.out.println("Sorted array: " + Arrays.toString(arr1));

// Example 2: Filling an array with a value

int[] arr2 = new int[5];

Arrays.fill(arr2, 42);

System.out.println("Filled array: " + Arrays.toString(arr2));

// Example 3: Comparing two arrays

int[] arr3 = {1, 2, 3};

int[] arr4 = {1, 2, 4};

int cmp = Arrays.compare(arr3, arr4);

System.out.println("Comparison result: " + cmp);

// Example 4: Copying an array

int[] arr5 = {1, 2, 3};

int[] arr6 = Arrays.copyOf(arr5, 5);

System.out.println("Copied array: " + Arrays.toString(arr6));

// Example 5: Finding an element in an array

int[] arr7 = {1, 2, 3, 4, 5};

int idx = Arrays.binarySearch(arr7, 3);

System.out.println("Index of 3: " + idx);

// Example 6: Checking if two arrays are equal

int[] arr8 = {1, 2, 3};

int[] arr9 = {1, 2, 3};

boolean eq = Arrays.equals(arr8, arr9);

System.out.println("Are arr8 and arr9 equal? " + eq);

// Example 7: Creating a string representation of an array

int[] arr10 = {1, 2, 3};

String str = Arrays.toString(arr10);

System.out.println("Array as a string: " + str);

// Example 8: Creating a hash code for an array

int[] arr11 = {1, 2, 3};

int hash = Arrays.hashCode(arr11);

System.out.println("Array hash code: " + hash);

// Example 9: Finding the maximum value in an array

int[] arr12 = {3, 2, 1, 5, 4};

int max = Arrays.stream(arr12).max().getAsInt();

System.out.println("Maximum value: " + max);

// Example 10: Finding the minimum value in an array

int[] arr13 = {3, 2, 1, 5, 4};

int min = Arrays.stream(arr13).min().getAsInt();

System.out.println("Minimum value: " + min);

}

}

**15) Write a program to accept senior citizens name age from command prompt if age is below 60 throw “invalid age exception” exception.**

import java.util.Scanner;

class InvalidAgeException extends Exception {

public InvalidAgeException(String message) {

super(message);

}

}

public class SeniorCitizen {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter senior citizen's name: ");

String name = scanner.nextLine();

System.out.print("Enter senior citizen's age: ");

int age = scanner.nextInt();

try {

if (age < 60) {

throw new InvalidAgeException("Invalid age. Age must be 60 or above.");

}

System.out.println("Senior citizen's name: " + name);

System.out.println("Senior citizen's age: " + age);

} catch (InvalidAgeException e) {

System.out.println(e.getMessage());

}

}

}

Explanation:

1. We first import the Scanner class, which is used to accept user input from the command prompt.
2. We define a custom exception class called "InvalidAgeException" that extends the built-in "Exception" class. This exception will be thrown if the senior citizen's age is below 60.
3. In the main method, we create an instance of the Scanner class and use it to accept the senior citizen's name and age from the command prompt.
4. We use a try-catch block to handle any exceptions that may be thrown. If the age is less than 60, we throw an "InvalidAgeException" with a message "Invalid age. Age must be 60 or above." Otherwise, we print the senior citizen's name and age.
5. If an "InvalidAgeException" is caught, we simply print its error message using the getMessage() method.

**16) Write JSP code to accept registration details for placement portal from candidate and insert the details in database (assume suitable table structure).**

**Below File is JSP program:**

<%@ page language="java" contentType="text/html; charset=UTF-8"

pageEncoding="UTF-8"%>

<%@ page import="java.sql.\*" %>

<%@ page import="javax.sql.\*" %>

<!DOCTYPE html>

<html>

<head>

<title>Placement Portal Registration</title>

</head>

<body>

<h1>Placement Portal Registration Form</h1>

<form method="post" action="register.jsp">

<label for="fullname">Full Name:</label>

<input type="text" name="fullname" required><br>

<label for="email">Email:</label>

<input type="email" name="email" required><br>

<label for="phone">Phone Number:</label>

<input type="tel" name="phone" required><br>

<label for="college">College Name:</label>

<input type="text" name="college" required><br>

<label for="branch">Branch:</label>

<input type="text" name="branch" required><br>

<input type="submit" value="Register">

</form>

<%

// Connect to the database

Class.forName("com.mysql.jdbc.Driver");

Connection con = DriverManager.getConnection("jdbc:mysql://localhost:3306/placement\_portal", "root", "");

// Insert the registration details into the database

if(request.getMethod().equals("POST")) {

String fullname = request.getParameter("fullname");

String email = request.getParameter("email");

String phone = request.getParameter("phone");

String college = request.getParameter("college");

String branch = request.getParameter("branch");

PreparedStatement ps = con.prepareStatement("INSERT INTO candidates (fullname, email, phone, college, branch) VALUES (?, ?, ?, ?, ?)");

ps.setString(1, fullname);

ps.setString(2, email);

ps.setString(3, phone);

ps.setString(4, college);

ps.setString(5, branch);

ps.executeUpdate();

out.println("<p>Registration successful!</p>");

}

// Close the database connection

con.close();

%>

</body>

</html>

**Below file is SQL file for the above Program:**

**candidates**

**----------**

**id INT(11) NOT NULL AUTO\_INCREMENT**

**fullname VARCHAR(255) NOT NULL**

**email VARCHAR(255) NOT NULL**

**phone VARCHAR(15) NOT NULL**

**college VARCHAR(255) NOT NULL**

**branch VARCHAR(255) NOT NULL**

**PRIMARY KEY (id)**

**17) Write a JSP program to accept patient details from HTML and display patient details in proper format to update current details**

**This is html file:**

<!DOCTYPE html>

<html>

<head>

<title>Patient Details</title>

</head>

<body>

<h1>Patient Details</h1>

<form method="post" action="patient-details.jsp">

<label for="name">Name:</label>

<input type="text" id="name" name="name"><br><br>

<label for="age">Age:</label>

<input type="number" id="age" name="age"><br><br>

<label for="gender">Gender:</label>

<input type="radio" id="male" name="gender" value="male">

<label for="male">Male</label>

<input type="radio" id="female" name="gender" value="female">

<label for="female">Female</label><br><br>

<label for="address">Address:</label>

<textarea id="address" name="address"></textarea><br><br>

<label for="phone">Phone Number:</label>

<input type="tel" id="phone" name="phone"><br><br>

<input type="submit" value="Submit">

</form>

</body>

</html>

**This is JSP file :**

**<%@ page language="java" contentType="text/html; charset=UTF-8" pageEncoding="UTF-8"%>**

**<!DOCTYPE html>**

**<html>**

**<head>**

**<title>Patient Details</title>**

**</head>**

**<body>**

**<h1>Patient Details</h1>**

**<%**

**String name = request.getParameter("name");**

**int age = Integer.parseInt(request.getParameter("age"));**

**String gender = request.getParameter("gender");**

**String address = request.getParameter("address");**

**String phone = request.getParameter("phone");**

**%>**

**<p><strong>Name:</strong> <%=name%></p>**

**<p><strong>Age:</strong> <%=age%></p>**

**<p><strong>Gender:</strong> <%=gender%></p>**

**<p><strong>Address:</strong> <%=address%></p>**

**<p><strong>Phone Number:</strong> <%=phone%></p>**

**<form method="post" action="update-details.jsp">**

**<input type="hidden" name="name" value="<%=name%>">**

**<input type="hidden" name="age" value="<%=age%>">**

**<input type="hidden" name="gender" value="<%=gender%>">**

**<input type="hidden" name="address" value="<%=address%>">**

**<input type="hidden" name="phone" value="<%=phone%>">**

**<input type="submit" value="Update Details">**

**</form>**

**</body>**

**</html>**

**18) Write an application to define a user define exception “Insufficientfund Exception”.read the amount from the console and if the amount is available in your account ,then draw the amount.if the amount is not available,throw “Insufficientfund Exception”and display the amount available for withdrawal**

import java.util.Scanner;

class InsufficientfundException extends Exception {

public InsufficientfundException(String message) {

super(message);

}

}

class BankAccount {

private double balance;

public BankAccount(double initialBalance) {

balance = initialBalance;

}

public void withdraw(double amount) throws InsufficientfundException {

if (balance >= amount) {

balance -= amount;

System.out.println("Withdrawal successful. New balance: " + balance);

} else {

throw new InsufficientfundException("Insufficient funds. Available balance: " + balance);

}

}

}

public class Main {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter initial balance: ");

double initialBalance = scanner.nextDouble();

BankAccount account = new BankAccount(initialBalance);

System.out.print("Enter withdrawal amount: ");

double amount = scanner.nextDouble();

try {

account.withdraw(amount);

} catch (InsufficientfundException e) {

System.out.println(e.getMessage());

}

}

}

**19) Write a java program to copy the content of two files into one file, read the file names from the users**

import java.io.\*;

public class FileCopy {

public static void main(String[] args) {

BufferedReader br = new BufferedReader(new InputStreamReader(System.in));

try {

// Get the names of the input files from the user

System.out.print("Enter the name of the first input file: ");

String inputFile1 = br.readLine();

System.out.print("Enter the name of the second input file: ");

String inputFile2 = br.readLine();

// Get the name of the output file from the user

System.out.print("Enter the name of the output file: ");

String outputFile = br.readLine();

// Create input streams for the two input files

FileInputStream fis1 = new FileInputStream(inputFile1);

FileInputStream fis2 = new FileInputStream(inputFile2);

// Create an output stream for the output file

FileOutputStream fos = new FileOutputStream(outputFile);

// Copy the contents of the first input file to the output file

int c;

while ((c = fis1.read()) != -1) {

fos.write(c);

}

// Copy the contents of the second input file to the output file

while ((c = fis2.read()) != -1) {

fos.write(c);

}

// Close the input and output streams

fis1.close();

fis2.close();

fos.close();

System.out.println("Files copied successfully.");

} catch (IOException e) {

System.out.println("An error occurred: " + e.getMessage());

}

}

}

**20) Write a java program to create the following GUI screen using appropriate layout managers using AWT components**

Program:

import javax.swing.\*;

import java.awt.\*;

import java.awt.event.\*;

class Swing2 extends JFrame implements ActionListener

{

JLabel l1,l2,l3;

JButton b;

JRadioButton r1,r2,r3;

JCheckBox c1,c2,c3;

JTextField t1,t2;

ButtonGroup b1;

JPanel p1,p2;

static int cnt;

private StringBuffer s1=new StringBuffer();

Swing2()

{

b1=new ButtonGroup();

p1=new JPanel();

p2=new JPanel();

b=new JButton("Clear");

b.addActionListener(this);

r1=new JRadioButton("FY");

r2=new JRadioButton("SY");

r3=new JRadioButton("TY");

b1.add(r1);

b1.add(r2);

b1.add(r3);

r1.addActionListener(this);

r2.addActionListener(this);

r3.addActionListener(this);

c1=new JCheckBox("Music");

c2=new JCheckBox("Dance");

c3=new JCheckBox("Sports");

c1.addActionListener(this);

c2.addActionListener(this);

c3.addActionListener(this);

l1=new JLabel("Your Name");

l2=new JLabel("Your Class");

l3=new JLabel("Your Hobbies");

t1=new JTextField(20);

t2=new JTextField(30);

p1.setLayout(new GridLayout(5,2));

p1.add(l1);p1.add(t1);

p1.add(l2);p1.add(l3);

p1.add(r1);p1.add(c1);

p1.add(r2); p1.add(c2);

p1.add(r3);p1.add(c3);

p2.setLayout(new FlowLayout());

p2.add(b);

p2.add(t2);

setLayout(new BorderLayout());

add(p1,BorderLayout.NORTH);

add(p2,BorderLayout.EAST);

setSize(400,200);

setVisible(true);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public void actionPerformed(ActionEvent e)

{

if(e.getSource()==r1)

{

cnt++;

if(cnt==1)

{

String s =t1.getText();

s1.append("Name = ");

s1.append(s);

}

s1.append(" Class = FY");

}

else if(e.getSource()==r2)

{

cnt++;

if(cnt==1)

{

String s =t1.getText();

s1.append("Name = ");

s1.append(s);

}

s1.append(" Class = SY");

}

else if(e.getSource()==r3)

{

cnt++;

if(cnt==1)

{

String s =t1.getText();

s1.append("Name = ");

s1.append(s);

}

s1.append(" Class = TY");

}

else if(e.getSource()==c1)

{

s1.append(" Hobbies = Music");

}

else if(e.getSource()==c2)

{

s1.append(" Hobbies = Dance");

}

else if(e.getSource()==c3)

{

s1.append(" Hobbies = Sports");

}

t2.setText(new String(s1));

// t2.setText(s2);

if(e.getSource()==b)

{

t2.setText(" ");

t1.setText(" ");

}

}

public static void main(String arg[])

{

Swing2 s=new Swing2();

}

}

23) write JDBC application to register students for convocation in MCA (Use PreparedStatement, assume suitable table structure).

Table Name: students Columns:

* id (int, auto-incremented primary key)
* name (varchar)
* email (varchar)
* phone (varchar)
* cgpa (double)

Table Name: convocation Columns:

* id (int, auto-incremented primary key)
* student\_id (int, foreign key referencing students.id)
* registration\_date (date)
* is\_paid (boolean)

Note: In the code, replace **db\_url**, **db\_user**, and **db\_password** with the actual values for your database connection.

PROGRAM:

import java.sql.Connection;

import java.sql.DriverManager;

import java.sql.PreparedStatement;

import java.sql.SQLException;

import java.sql.Date;

import java.util.Scanner;

public class ConvocationRegistration {

public static void main(String[] args) {

// Get student details from user

Scanner scanner = new Scanner(System.in);

System.out.print("Enter student name: ");

String name = scanner.nextLine();

System.out.print("Enter student email: ");

String email = scanner.nextLine();

System.out.print("Enter student phone: ");

String phone = scanner.nextLine();

System.out.print("Enter student CGPA: ");

double cgpa = scanner.nextDouble();

Connection connection = null;

PreparedStatement stmt = null;

try {

// Connect to database

String db\_url = "jdbc:mysql://localhost:3306/mydatabase";

String db\_user = "username";

String db\_password = "password";

connection = DriverManager.getConnection(db\_url, db\_user, db\_password);

// Insert student details into students table

String studentsQuery = "INSERT INTO students (name, email, phone, cgpa) VALUES (?, ?, ?, ?)";

stmt = connection.prepareStatement(studentsQuery);

stmt.setString(1, name);

stmt.setString(2, email);

stmt.setString(3, phone);

stmt.setDouble(4, cgpa);

int studentId = stmt.executeUpdate();

// Register student for convocation in MCA

String convocationQuery = "INSERT INTO convocation (student\_id, registration\_date, is\_paid) VALUES (?, ?, ?)";

stmt = connection.prepareStatement(convocationQuery);

stmt.setInt(1, studentId);

stmt.setDate(2, new Date(System.currentTimeMillis()));

stmt.setBoolean(3, false);

int convocationId = stmt.executeUpdate();

System.out.println("Student registered for convocation with ID " + convocationId);

} catch (SQLException e) {

System.out.println("Error: " + e.getMessage());

} finally {

try {

if (stmt != null) {

stmt.close();

}

if (connection != null) {

connection.close();

}

} catch (SQLException e) {

System.out.println("Error closing connection: " + e.getMessage());

}

}

}

}